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Abstract: In recent years, instant messaging has been more and more widely used on the Internet. The Pull model adopted in the traditional servers can not well meet the requirements of real-time information acquisition and high concurrent using accesses in the practical applications. In order to deal with the aforementioned problem, using the Push model in the real-time message transmission has become a research hotspot. Firstly, based on the open source projects of Node.js, Redis and RabbitMQ, a WebSocket server which can provide real-time message push service to a large number of different users' subscription requests is designed and implemented. Secondly, the function modules and implementation details of each layer are analyzed in detail. At last, experimental results show that the feasibility of WebSocket server.

1. Introduction

With the high-speed development of Internet Web 2.0 technology, the Web application in the browser has become one of the main ways for users to access Internet information. Due to the depth application of the Web technology in different areas and the constant appearance of the massive data under the high concurrent connection requests in information age, a higher demand is needed in Web applications for real-time data transmission [1], mainly reflected in two aspects, one is the real-time data transfer, the other is the massive data brought by high concurrency. The traditional instant massage mostly adopt the "pull" technology. However, instead of improving the real-time data transmission, the "pull" technology restrict the performance of real-time Web applications. Compared with the traditional methods, the "push", based on the WebSocket protocol, is the way that the server will automatically send the message to the browser user. This communication instead of a single TCP socket, through the first request to establish a full-duplex Communication and real-time response Socket connection, which can reduce the number of browser-server interaction, thereby reducing the burden of network communication, and making the communication efficiency.

2. Related Work

WebSocket technology is used for the messages real-time transmission In Web realtime communication, social subscription, real-time monitoring and other scenes. [2] WebSocket connection, replacing the Http connection, is used to measure the one-way transmission delay of the real-time wind sensor data. [3] proposes remote monitoring and control method for printing and packaging machinery based on WebSocket, effectively improving the production process digitization
WebSocket is used in the cloud monitoring system, and the experimental results show that the average delay time of WebSocket monitoring system is usually lower than the polling, FlashSocket and Socket solutions. [5] adopts WebSocket push technology and SVG technology to improve the real-time stability of the monitoring system.

In general: 1) The above-mentioned literatures only refer to the advantage of WebSocket technology in the real-time data pushing, for may bring, but do not explain how to deal with the massive real-time data brought by the high concurrent requests. 2) The above-mentioned literatures only introduce the WebSocket technology on the server side to realize the function of the data real-time pushing under a certain scene, but do not make WebSocket technology as the core to design and implement a WebSocket server.

3. Design of WebSocket Server

The entire server uses a three-tier architecture, namely the user service layer, the middle layer and the data services layer. User service layer is responsible for receiving user access to real-time data connection request, and the user information to the middle layer. After receiving the user information from the user service layer and processing the real-time data from the data services layer, the middle layer pushes the real-time data through the user service layer to the user. The data service layer will call API provided by the data center to achieve the real-time data. The specific layered architecture is shown in Figure 1.

4. The Implementation of WebSocket Server

4.1 The User Requests a Connection

WebSocket server user request processing includes that the user requests the connection and the user sends the message body formulate. The process that client requests WebSocket server to establish the connection, is the handshake protocol in the opening phase, and you can choose Socket.IO to achieve this.

4.2 Real-time Data Acquisition and Data Processing

Real-time data acquisition refers to the that WebSocket server obtains real-time updated data from the data center. The data center provides the interface getRealTimeData (int appID, List ids), where appID is the application number and ids is the set of data id that the user requests to subscribe. WebSocket server call the interface in every constant time interval, to ensure the real-time data.

The data processing mainly refers to the conversion of the data type. The WebSocket protocol can only deal with text data messages and binary data messages [6]. After WebSocket obtains the real-time updated data from the data center, it needs to process different types of real-time data and...
convert them into binary. Node.js provides a global constructor, `Buffer`, which can manipulate binary data to achieve the conversion of string, int, Json and other formats.

### 4.3 Message Queue

RabbitMQ is an open source implementation of the AMQP (Advanced Message Queuing) protocol. As a veteran message middleware, RabbitMQ has not only the perfect functions, but also many optional plug-ins, providing a rich API [7].

The `amqp` module in Node.js provides clients in the Node.js environment for all message queuing servers that follow the AMQP protocol. Specific implementation steps including: 1) installing RabbitMQ message server to do the environment variables and permissions settings. 2) opening `http://localhost:15672` to check if you have access to the RabbitMQ management console. 3) Install the node-amqp module that Node.js needs to interact with RabbitMQ. 4) installing connection through the `amqp.createConnection` function to achieve the queue generation and queue initialization.

### 4.4 Cache Database

When receiving the message body from the client, the WebSocket server can obtain the connection information between the client and it. The WebSocket server can get `{"appID" + "msg"}` information through analyzing the message body. The client may send multiple message bodies, WebSocket server will split the message body. With the `{"appid" + "msg"}` as the key and the connections subscribing the key as the value, these are stored in Redis. The analytical process of the message body and the new data generated in Redis are as shown in Figure 2.

![Fig.2 The storage flow chart in Redis](image)

### 4.5 Message Push

WebSocket server provides two message push interface, respectively, they support the text type and binary type of data push, the specific description is as shown in Table 1.
5. Experiment and Results

5.1 Function Testing

A WebSocket connection request is sent to the WebSocket server as soon as the page is opened. After receiving the user request and successfully building the connection, the WebSocket server will timely push the data information to the client browser according to the user subscription message. As shown in Figure 3 that the subscribe button on the page emulates the user sending a WebSocket subscription request, and the cancel button on the page emulates the user sending a WebSocket unsubscribe request.

Fig.3 Unsubscribe and resubscribe

The content in the red frame in Figure 3 indicates that the browser client will no longer receive data with a sensorNum of 002 after canceling the subscription, and data with sensorNum of 001 will continue to be received. The experiment also shows that WebSocket server can meet the basic functional requirements.

5.2 Performance Testing

Table 2 shows that when the number of concurrent connections is less than 750, the error rate is 0, and when the number of connections reaches 1500, the error rate of 1.83% or so, which means that the Websocket server can meet the real-time data push requirements under the multi-application multi-tenant mode.

Table 2 System performance testing

<table>
<thead>
<tr>
<th>The number of concurrent connection</th>
<th>Average response time/ms</th>
<th>Error rate/%</th>
</tr>
</thead>
<tbody>
<tr>
<td>500</td>
<td>1047</td>
<td>0</td>
</tr>
<tr>
<td>750</td>
<td>1852</td>
<td>0</td>
</tr>
<tr>
<td>900</td>
<td>2173</td>
<td>0.25</td>
</tr>
<tr>
<td>1200</td>
<td>2763</td>
<td>0.41</td>
</tr>
<tr>
<td>1500</td>
<td>3242</td>
<td>1.83</td>
</tr>
</tbody>
</table>
6. Conclusions

This paper reviews the technical solutions in the development of real-time communication, summarizes the characteristics of WebSocket. After analyzing the application of WebSocket technology in server side, there is no designed a WebSocket server to solve the problem of high concurrency and stability. Finally, the WebSocket server is tested, and the results show that the WebSocket server achieves the intended design goals in terms of functionality and performance. In the next stage of the study, the log management module will be added to the WebSocket server, which can playback the running state of the server.
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